# Git Workflow
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Where:

* **Workspace**: The directory tree of (source) files that you see and edit on your **local PC**.
* **Index** (aka *staging area* or *directory cache*): a single binary **file** (/.git/index), which lists all files in the current branch, their names, SHA1 checksums, and time stamps.
* **Local repository**: A **hidden directory** (.git) including an objects directory containing all versions of every file in the repo (local branches and copies of remote branches) as a compressed "blob" file.
* **Remote repository**: A repository hosted on the **Internet** or elsewhere. To be able to collaborate on any Git project, you need to know how to create and manage your remote repositories.

Note: Remote repositories can be on your local machine. It is entirely possible that you can be working with a “remote” repository that is, in fact, on the same host you are. The word “remote” does not necessarily imply that the repository is somewhere else on the Internet; only that it is elsewhere.

* **HEAD**: A reference to the **last commit in the currently checkout branch**. When you checkout to a branch, the HEAD points to the latest commit in this branch. However, in the same branch, when you checkout to a commit which is not the latest one, the HEAD point to this commit. So, note that the HEAD doesn’t mean the latest.

**NOTE**

**The way Git works on Linux and Windows is different** due to the incompatibility among different OSs. If you find weird things when using git status (and other related commands), please check which OS the repository (you’re using) is set to work with and ensure to clone this repository in the correct OS.

More details [here](https://stackoverflow.com/questions/54410355/git-status-between-windows-and-linux-does-not-agree) and [here](https://github.com/microsoft/WSL/issues/184).

# Clone a Repository

## Cloning

Assume you just created a repo on Github, or someone just gave you a URL to a remote repo, you can clone it to your local PC using:

# cd to the directory which will be your local repo

$ git clone https://github.com/triho1110/master

**Note**: With the above Github link, we're cloning with HTTPS. We can also clone with SSH. To know the differences between these two techniques, check [here](https://help.github.com/en/github/using-git/which-remote-url-should-i-use).

To check info of the cloned repo, use:

$ git remote -v

origin https://github.com/triho1110/master (fetch)

origin https://github.com/triho1110/master (push)

It lists the name and URL of all remote repositories you’ve worked on. In all cases, you will see a repo called "origin" — that is the default name Git gives to the remote you cloned from.

## Tips

**How to clone big repositories:**

<http://gci2017fossasia.blogspot.com/2017/11/how-to-clone-biggest-repositories.html>

<https://stackoverflow.com/questions/34389446/how-do-i-download-a-large-git-repository>

<https://community.atlassian.com/t5/Bitbucket-questions/clone-depth-does-what-Why-do-I-care-about-this-setting/qaq-p/496247>

# Create Your Own Private Git Server

Prerequisites:

* Your server machine uses Linux OS.
* You already installed Git on both local and server machines.
* You already installed openssh-server on the server machine, and openssh-client on the local machine (if Linux) or PuTTY (if Windows). ?????
* You know how to connect to the server from your local machine via SSH protocol (because you have two machines to work on – local and server). If you don't, check this [guide](https://www.howtogeek.com/311287/how-to-connect-to-an-ssh-server-from-windows-macos-or-linux/).

Git supports several communication protocols (more details [here](https://medium.com/datadriveninvestor/git-good-git-server-protocols-for-beginners-d9a02b314bbe)). In this guide, we're using[**SSH protocol**](https://www.ssh.com/ssh/protocol).

## Steps to Create a New Private Git Server on Linux

**1. Set up user access**

Check section "[How to Manage Users Access to Git Server](#_How_to_Manage)".

**2. Initialize Git remote repo on the server machine**

Create a new folder for your project:

server-user@server: $ mkdir -p /home/git/project-1.git

Change to this folder and initialize a bare repo (the repo without a working directory):

server-user@server: $ cd /home/git/project-1.git

server-user@server: $ git init --bare

**Note**: Because of being a [bare repo](https://mijingo.com/blog/what-is-a-bare-git-repository), we cannot pull or push anything while being on it. This is absolutely normal so nothing to worry about.

**3. Initialize Git repo on the local machine**

Create a Git repo on the local machine:

local-user@local: $ mkdir -p /home/git/project

Change to this directory and initiate an empty repo:

local-user@local: $ cd /home/git/project

local-user@local: $ git init

**4. Commit and push changes to the server from the local machine**

Create a readme file (to be simple, let's make it empty) and add it to the repo.

local-user@local: $ touch readme.txt

local-user@local: $ git add .

Commit it:

local-user@local: $ git commit -m "Add empty Readme.txt"

**Note**: You have to create a file to be able to commit to Git. Otherwise, error "*error: src refspec master does not match any*".

Now you need to push your local changes to the server so that the work can be accessible over the Internet and you can collaborate with other team members.

First assign the repo URL to the origin:

local-user@local: $ git remote add origin server-user@server-IP-or-hostname:/home/git/project-1.git

// Or

local-user@local: $ git remote add origin ssh://server-user@server-IP-or-hostname/home/git/project-1.git

Then push changes to the remote server:

local-user@local: $ git push origin master

**5. Clone the repo from the server (by other team member)**

If there are other team members who want to work with the project, they can now clone the repo on the server to their local machine:

member-user@local: $ git clone server-user@server-IP-or-hostname:/home/git/project-1.git

// Or

member-user@local: $ git clone ssh://server-user@server-IP-or-hostname/home/git/project-1.git

Now this member can pull or push changes to the remote server.

## How to Manage User Access to Git Server

If you want some repositories to be read-only for certain users and read/write for others, you need to manage access permissions for each user.

Suppose several teams in your company use the same server machine. You're the one who manage that server and you don't want other team to have the access to the private repo another team is working on. There are a few ways you can manage repo access:

### Way #1: Set up an account for each team

This way is straightforward but can be cumbersome. You may not want to run adduser (or the alternative useradd) and have to set passwords for every new team.

### Way #2: Set up SSH access for each team

Create a single user account (e.g., named git) on the server machine, ask every user who is to have access to send you an SSH public key, and add that key to the ~/.ssh/authorized\_keys file of the git account.

First, create a git user account and a .ssh directory for that user:

$ sudo adduser git

$ su git # Switch to the 'git' user

$ cd # Go to the home dir of the 'git' user

$ mkdir .ssh && chmod 700 .ssh # Only owner can read, write and execute

$ touch .ssh/authorized\_keys

$ chmod 600 .ssh/authorized\_keys # Only owner can read and write

Next, add some developer SSH public keys to the authorized\_keys file (if you don't know how to generate SSH private and public keys, check [here for Windows](https://www.ssh.com/ssh/putty/windows/puttygen) or [here for Linux](https://www.ssh.com/ssh/keygen)). Let’s assume you have some trusted public keys and have saved them to temporary files. Again, the public keys look something like this:

$ cat /tmp/id\_rsa.john.pub

ssh-rsa AAAAB3NzaC1yc2EAAAADAQABAAABAQCB007n/ww+ouN4gSLKssMxXnBOvf9LGt4L

ojG6rs6hPB09j9R/T17/x4lhJA0F3FR1rP6kYBRsWj2aThGw6HXLm9/5zytK6Ztg3RPKK+4k

Yjh6541NYsnEAZuXz0jTTyAUfrtU3Z5E003C4oxOj6H0rfIF1kKI9MAQLMdpGW1GYEIgS9Ez

Sdfd8AcCIicTDWbqLAcU4UpkaX8KyGlLwsNuuGztobF8m72ALC/nLF6JLtPofwFBlgc+myiv

O7TCUSBdLQlgMVOFq1I2uPWQOkOWQAHukEOmfjy2jctxSDBQ220ymjaNsHT4kgtZg2AYYgPq

dAv8JggJICUvax2T9va5 gsg-keypair

You just append them to the authorized\_keys file in the git user's .ssh directory:

$ cat /tmp/id\_rsa.john.pub >> ~/.ssh/authorized\_keys

$ cat /tmp/id\_rsa.josie.pub >> ~/.ssh/authorized\_keys

$ cat /tmp/id\_rsa.jessica.pub >> ~/.ssh/authorized\_keys

Now all these users (john, josie, jessica) have read/write access to the Git server.

**[Optional] Restrict the git user to use *git shell* only (instead of other types of shell - *bash shell*, *dash shell*, etc.)**

You should note that john, josie or jessica can also log into the server and get a bash shell or dash shell as the git user. You can easily restrict the git user account to only Git-related activities with a shell tool called [git-shell](https://git-scm.com/docs/git-shell) that comes with Git. If you set this as the git user account’s login shell, then that account can’t have normal shell (bash, dash, etc.) access to your server.

**Note**: This is not about security, but it's about clarifying user management (which purpose the git user account is used for and NOT used for).

The idea is to specify git-shell instead of bash or dash for that account’s login shell. To do so, you must first add the full pathname of the git-shell command to /etc/shells if it’s not already there:

$ cat /etc/shells # see if git-shell is already in there. If not...

$ which git-shell # make sure git-shell is installed on your system.

$ sudo -e /etc/shells # and add the path to git-shell from last command

Now you can change the shell for the git user:

# Standing on the root user and run:

$ sudo chsh git -s $(which git-shell)

Now, the git user can still use the SSH connection to push and pull Git repositories but can’t shell onto the machine. If you try, you’ll see a login rejection like this:

$ ssh git@server

fatal: Interactive git shell is not enabled.

hint: ~/git-shell-commands should exist and have read and execute access.

Connection to server closed.

At this point, users are still able to use SSH port forwarding to access any host the git server is able to reach. If you want to prevent that, you can edit the authorized\_keys file and prepend the following options to each key you’d like to restrict:

no-port-forwarding,no-X11-forwarding,no-agent-forwarding,no-pty

The result should look like this:

$ cat ~/.ssh/authorized\_keys

no-port-forwarding,no-X11-forwarding,no-agent-forwarding,no-pty ssh-rsa

AAAAB3NzaC1yc2EAAAADAQABAAABAQCB007n/ww+ouN4gSLKssMxXnBOvf9LGt4LojG6rs6h

PB09j9R/T17/x4lhJA0F3FR1rP6kYBRsWj2aThGw6HXLm9/5zytK6Ztg3RPKK+4kYjh6541N

YsnEAZuXz0jTTyAUfrtU3Z5E003C4oxOj6H0rfIF1kKI9MAQLMdpGW1GYEIgS9EzSdfd8AcC

IicTDWbqLAcU4UpkaX8KyGlLwsNuuGztobF8m72ALC/nLF6JLtPofwFBlgc+myivO7TCUSBd

LQlgMVOFq1I2uPWQOkOWQAHukEOmfjy2jctxSDBQ220ymjaNsHT4kgtZg2AYYgPqdAv8JggJ

ICUvax2T9va5 gsg-keypair

Now Git network commands will still work just fine, but the users won’t be able to get a shell.

**Tip**:

If you want to change the shell back to other shells, such as *bash shell*, run:

# Standing on the root user and run:

$ sudo chsh git -s $(which bash)

# The Pull Process

**1.** List branches:

You can either:

$ git branch // List local branches only

Or

$ git branch –r // List remote branches only

Or

$ git branch –a // List all local and remote branches

**2.** Switch to another branch and restore its working directory tree on your local to match the version in the index. HEAD will point to this branch:

$ git checkout <branch-name>

**Notes:**

* Local changes to untracked files in the working tree will be kept.
* Local changes to tracked files, which belong to the old branch, in the working tree will be prompted to be committed (Git will throw a message “*Please commit your changes or stash them before you switch branches*”).
* Unchanged files, which belong to the old branch, will be removed from local after being switch.

**3.** Automatically fetch and then merge the remote branch into your current branch:

# You can stand on any branch

$ git [pull](#_Pull) <remote-repo-name> <branch-name>

**Note**: The git pull is shorthand for git [fetch](#_Fetch) followed by git merge FETCH\_HEAD.

# The Commit & Push Process

**WARNING**: Before committing anything, make sure you’re checked out to the right branch and [pull](#_More_About_Git_1) all latest changes from this branch.

**1.** Check the status of your current working directory tree. This command shows all file names (with their paths) which were added, removed and modified on your local compared to your last commit on the remote.

# checkout to the right branch

$ git status [options]

**Commonly used options:**

* -uno: do not show untracked files (files which haven’t never been committed)

**2.** Show changes between HEAD and working directory. This is to make sure you don’t commit unexpected changes:

$ [git diff](#_Diff) HEAD

**3.** Include in changes will be committed to the **index**. Changes, which are not included, will be ignored during committing:

$ git add <path-to-files-or-folders>

**Notes**:

* After adding, you’d better check again to make sure you won’t miss any file or commit wrong files using $ git status -uno.
* If you include a wrong file and want to exclude it, use:

$ [git reset](#_Reset) HEAD <file>

Or

$ git reset -- <file>

* If you want to include multiple files at once, use:

$ git add . // Add all files in the current directory

Or

$ git add ./\*.<file-extension>﻿ // Add all files having the same extension

* If you want to see diff before deciding whether to add your files to commit, use:

$ git add –p <file> // or –patch : interactive menu

**4.** Create a new commit containing the current contents of the added files (by git add) to the local repo, with a log message describing the changes. The new commit is a direct child of HEAD, usually the tip of the current branch, and the branch is updated to point to it.

$ git [commit](#_More_About_Commit) -m "descriptive-message"

**Notes:**

* Committing is the process of copying changes on the working directory tree to the **local** repo, not the remote repo.
* If you make a commit and then find a mistake immediately after that, you can recover from it (undo commit) with:

$ git [reset](#_Reset_1) --soft HEAD~1

**5.** Pushing what you’ve committed to the remote repo.

$ git push <remote> <branch>

**6.** Open Git GUI:

$ gitk

**Tip**: [Commit only part of a file](https://stackoverflow.com/a/1085202)

# More About Git Pull

## Fetch vs Pull

**Fetch**

"git fetch" **only downloads new changes** from a remote repository - but it **doesn't integrate** any of these changes into your working files. It is great for getting a fresh view on all things happened in your remote repository.

Due to it's "harmless" nature, you can rest assured: fetch will never manipulate, destroy, or screw up anything.

Commands:

* Fetch all branches from the repo:

$ git fetch <remote-repo-name> // mostly ‘origin’

* Only fetch the specified branch.

$ git fetch <remote-branch-name> <branch-name>

**Pull**

"git pull" is used with a different goal: updating your current HEAD branch with the latest changes from the remote repository. This means that pull **not only downloads new data but also directly integrates it** into your current working copy files.

Commands:

$ git pull <remote-repo-name> <branch-name>

Eg1: Suppose you’re at branch *featureA*, you want to fetch the latest changes from *featureA* (in remote *origin*) then merge them to *featureA*, run:

$ git pull origin featureA

Eg2: Suppose you’re in branch *featureA*, you want to fetch the latest changes from *featureB* (in remote *origin*) then merge them to *featureA*, run:

$ git pull origin featureB

# For the use case of this command, check [here](#_Keep_Feature_Branches).

Note: If NO argument(s) is specified, Git will choose default remote repo and branch defined in *gitconfig* file.

Eg3: Suppose you already ran ‘git branch --set-upstream master origin/master’, meaning the following info was added to your *gitconfig* file:

[branch "master"]

remote = origin

merge = refs/heads/master

Now $ git pull is exactly same as $ git pull origin master

**Fetch vs Pull – When?**

Since "git pull" tries to merge remote changes with your local ones, a so-called "merge conflict" can occur. In this case, you have to [resolve merge conflicts](#_How_to_Resolve) manually. If you don’t want to do that, use "git fetch" instead.

It's highly recommended to start a "git pull" only with a clean working copy. This means that you should not have any uncommitted local changes before you pull. But if you have, save your local changes temporarily using "[git stash](#_Stash)".

## Keep Feature Branches Up To Date with Parent Branch

Suppose you’re working on a feature branch called *feature* which is based off a parent branch called *master*. As time goes by, your feature branch can become significantly out of sync with the latest master branch. This may mean that merging your work when you’ve finished will become very tricky. You can avoid this by frequently running:

$ git pull *origin* *master*

or

$ git pull --rebase *origin* *master*

Both commands will fetch all new commits from the *master* and then add all of them into *feature.*

Their differences are:

* git pull = git fetch + git merge
* git pull --rebase = git fetch + git rebase

So suppose you have two commits in local branch:

D---E feature

/

A---B---C---F master

After "git pull", will be:

D--------E

/ \

A---B---C---F----G master+feature

After "git pull --rebase", there will be no merge point G. Note that D and E become different commits:

A---B---C---F---D'---E' master+feature

# More About Git Commit

## Change the last commit

You committed something, but then you realize you that you forgot to add another file? Or you want to extend your message? It is not necessary to revert the commit every time.

**If you want to add file to the last commit, run:**

$ git add <new\_files>

$ git commit --amend --no-edit

The --no-edit command means you don’t want to change the commit message.

**If you want to change commit message for the last commit, run:**

$ git commit --amend -m "commit message"

What’s happening: git commit --amend will update and replace the most recent commit with a new commit that combines any staged changes with the contents of the previous commit. With nothing currently staged, this just rewrites the previous commit message.

**Note**: Amending the last commit rewrites history. So when you push the commit to the remote repo, you MOST LIKELY need to run the following command. Or else, you will get rejected error: *failed to push some refs to …*

$ git push origin <branch\_name> --force-with-lease

Must read, more about forced push: <https://estl.tech/a-gentler-force-push-on-git-force-with-lease-fb15701218df>

**Warning**

* Do not use --amend if you have already pushed the commit to the remote repo and someone pulled it. This could, or better - probably will, cause problems.

## Change commit authors and emails

Globally:

$ git config --global user.name "your-name"

$ git config --global user.email "your-email"

Per repository:

$ git config user.name "your-name"

$ git config user.email "your-email"

Per commit:

Check [this section](#_Change_commit's_authors).

# More About Git Push

## --force vs --force-with-lease

git push --force is destructive because it unconditionally overwrites the remote repository with whatever you have locally. It’s strongly **discouraged** as it can destroy other commits already pushed to a shared repository. One of the most common causes of force pushes is when we're forced to rebase a branch.

git push --force-with-lease is a **safer** option as it doesn’t overwrite any work on the remote branch if more commits were added to the remote branch (by another team-member or what have you). It ensures you do not overwrite someone else's work by force pushing.

For example, we have a project with a feature branch that both Alice and Bob are working on. Alice initially completes her part and pushes this up to the repository. Bob also finishes his work, but before pushing it up, he notices some changes had been merged into master. Wanting to keep a clean tree, he performs a rebase against the master branch. Of course, when he goes to push this rebased branch, it will be rejected. However, not realizing that Alice has already pushed her work, he performs a push --force. Unfortunately, this erases all record of Alice's changes in the central repository.

What --force-with-lease does is refuse to update a branch unless it is the state that we expect; e.g. nobody has updated the branch upstream. The word “lease” assume you took the lease on the ref when you fetched to decide what the rebased history should be, and you can push back only if the lease has not been broken.

More about these two options: <https://stackoverflow.com/questions/52823692/git-push-force-with-lease-vs-force>

# Reset

## Undo commits on private branches

When used with HEAD~<number>, this command resets the HEAD to a specified commit (changes on the remote repo will be reset too). This usage of reset is a simple way to **undo commits that haven’t been shared with anyone else**.

# Checkout to the right branch

$ git reset [options] HEAD~<number>

Tip: Can replace HEAD~<number> by <commit-hash> to checkout commit/file to a specific revision. Similar apply to OTHER git commands.

|  |  |
| --- | --- |
| Before | After reset HEAD~2 |
| Resetting the hotfix branch to HEAD-2 | Resetting the hotfix branch to HEAD-2 |

**Commonly used options:**

* $ git reset --hard HEAD~<number>: The last <*number*> commits were bad, so you want to not only **undo** these commits but also **delete** all local changes to tracked files on your local. Notice the [differences between HEAD~ and HEAD^](https://stackoverflow.com/a/45916285).
* $ git reset --soft HEAD~<number>: Same as above, but this time you only want to **undo** the last <*number*> commits while keeping all changes on your local. This command will take you back to the stage where you already ran git add, but have not run git commit yet.

Reset a specific file (**unstage this file, not remove its changes on local**):

$ git reset HEAD~<number> -- <file>

# Note: The –-soft and --hard flag have NO effect on the file-level version of git reset

## Reset local changes

When used with HEAD, this command removes all uncommitted local changes in your working directory tree to match the HEAD.

# checkout to the right branch

$ git reset --hard HEAD

# Checkout

## Inspect old commits

By moving HEAD to a specific commit, this command **updates local changes** in the working directory tree to match the specific commit.

Checkout a commit:

$ git checkout HEAD~<number>

|  |  |
| --- | --- |
| Before | After checkout HEAD~2 |
| Move the HEAD ref pointer to a specified commit | Sequence of commits on the master branch |

Checkout a specific file (**remove its changes on local, not unstage it**):

$ git checkout HEAD~<number> -- <file>

# Note: Unlike the commit-level version, this does not move the HEAD ref

**Notes**:

When you want to go back to the latest revision (right before your checkout), run git checkout <current branch>. Using git checkout HEAD has NO meaning in this case, because the HEAD is now pointing to the current revision.

## Switch between branches

When passed with a branch name, it lets you switch between branches. So, local changes in the working directory tree will be applied to the branch scope, not just the commit scope.

$ git checkout <branch>

## Notes

* In all cases, the checkout command cannot undo a commit (like reset or revert command). It simply updates changes on your local.
* Because there is no branch reference to the current HEAD, the checkout command puts you in a **detached HEAD state**. This can be dangerous if you start adding new commits because there will be no way to get back to them after you switch to another branch. For this reason, you should always create a new branch before adding commits to a detached HEAD.

# Revert

## Undo commits on public branches

This command undoes commits by creating a new commit. This is a safe way to undo changes, as it has no chance of rewriting the commit history (like git reset). But like reset –-hard and checkout, revert does update local changes in your working directory tree.

$ git revert HEAD~<number>

|  |  |
| --- | --- |
| Before | After revert HEAD~2 |
|  |  |

**Note**: This command can only be run at a commit-level scope and has NO file-level scope.

## Undo a revert

<https://stackoverflow.com/questions/8728093/how-do-i-un-revert-a-reverted-git-commit>

# Remove Tracked Files From Git

## Stop Tracking Files

Scenario: You accidentally added *app.log* to the repo; now every time you run the application, git reports there are unstaged changes in *app.log*.

You put \*.log in the .gitignore file, but it’s still there. That’s because while .gitignore prevents Git from tracking changes to files or even noticing the existence of files it’s never tracked before, **once a file has been added and committed, Git will continue noticing changes in that file**.

So to tell git to to “undo” tracking changes in this file, run:

$ git rm --cached app.log

# Branch Management

## Create New Branches

Follow the steps below to create a new local and remote Git branch:

**1.** The new branch will be part of the master branch. So your master needs to be up to date:

$ git pull

**2.** Create the new branch LOCALLY on your local machine and switch to it:

$ git checkout -b <branch-name>

**3.** The remote branch is automatically created when you push it to the remote server:

$ git push <remote-name> <branch-name>

Where <remote-name> is typically origin, the name which git gives to the remote you cloned from. Your teammate would then just pull that branch, and it will be automatically created locally.

**4.** When you want to commit changes to your new branch after working locally on it for a while, add -u parameter to set upstream.

$ git push -u <remote-name> <branch-name>

**Note**: You can skip step 3 if you have no changes to commit at this time.

## Rename Branches

Follow the steps below to rename a local and remote Git branch:

**1**. First, switch to the local branch you want to rename:

$ git checkout <old\_name>

**2**. Rename the local branch:

$ git branch -m <new\_name>

**3**. If you’ve already pushed the <old\_name> branch to the remote repository, delete the <old\_name> remote branch:

$ git push origin --delete <old\_name>

**4**. Finally, push the <new\_name> local branch and reset the upstream branch:

$ git push origin -u <new\_name>

## Remove Branches

<https://linuxize.com/post/how-to-delete-local-and-remote-git-branch/>

<https://stackoverflow.com/a/2003515>

# Stash

**1.** Save your local changes away before resetting the working directory tree to match the HEAD commit.

# Checkout to the right branch

$ git stash save -m <"descriptive-message">:

* -u: stash untracked files in addition to tracked files.

This command is most commonly used when:

* Switching between branches without having to committing local changes. So, we can avoid warning "*Please commit your changes or stash them before you switch branches*."
* Reset working directory tree TEMPORARILY.

**2.** List all stashes you have made:

$ git stash list

**3.** Show a summary of changed diffs for the chosen stash:

$ git stash show [stash@{<n>}]

* Git names stashes as *stash@{0}* which is the most recently created stash, *stash@{1}* which is the one before it, etc. If no *[stash@{<n>}]* is specified on the command above, *stash@{0}* is assumed.

**4.** Restore local changes on the working directory tree, then delete the stash index from the stash list:

$ git stash pop [stash@{<n>}]

**5.** Restore local changes on the working directory tree WITHOUT DELETING the stash index from the stash list:

$ git stash apply [stash@{<n>}]

**6.** Remove all stash entries, meaning all local changes will be deleted:

$ git stash clear

**7.** Remove one stash entry at a time. If no *<stash@{<n>}>* is specified, stash@{0} is assumed:

$ git stash drop <stash@{<n>}>

**Stash vs Reset:**

* Both git stash and git reset delete local changes, but git stash backups these changes on your local before deleting them. Also git stash doesn't commit anything; it just saves.
* Both git stash and git reset only restore local changes at a specific [stash@{<n>}]. So, we cannot restore all <n>-time changes if we use <n> stashes; only one of them. In most cases, the most recently stash has, by itself, all the changes we want to restore.

**Troubleshoot**: How to restore conflicted binary files due to git stash?

If binary files (docx, dlls, etc.) are stashed but cannot be restored due to conflicts, then there is no way to resolve these conflicts like code files and no way to use option --ours like resolving commit conflicts. Luckily, we still have a way to restore stashed files:

1. Get stash SHA stored in \.git\refs\stash file.
2. Checkout to this revision by running: git checkout <stash-SHA>.
3. Now you can back up all stashed file in another folder, and do other things.

# Logs

Show commit logs:

# Checkout to the right branch

$ git log [options] <commit>

**Commonly used options:**

* $ git log -<number>: Only show the last <*number*> commits

# Clean

Remove untracked files from the working tree:

$ git clean –xdf

# x: both ignore and non-ignore files

# d: directories

# f: force

**Other commonly used options:**

-e: Exclude files to clean

# Deletes all untracked files except those with the .txt extension

$ git clean -xdfe \*.txt

-i: Show what would be done and clean files interactively. You will choose one of these actions:

\*\*\* Commands \*\*\*

1: clean 2: filter by pattern 3: select by numbers

4: ask each 5: quit 6: help

# Ignore

Not every file created or updated in your code should be committed to the repo. We can prevent Git from staging these files by ignoring them.

**Note**:

There is no explicit git ignore command. Instead, we need to edit the *.gitignore* file by hand when we have new files that you wish to ignore.

**Example:**

1. To ignore files with extension *\*.vcxproj.user*, add the following line into *.git/info/exclude*:

\*.vcxproj.user

2. To ignore directories named *Debug*, add the following line into *.git/info/exclude*:

Debug/

More details:

<https://www.atlassian.com/git/tutorials/saving-changes/gitignore>

[Differences between .git/info/exclude and .gitignore](https://stackoverflow.com/a/1753078)

# Diff

1. Show changes between commits:

$ git diff <SHA1> <SHA2>

**Note**: <SHA1> <SHA2> means that taking SHA2 and comparing it to SHA1. Not the opposite! (important to know Added or Deleted files between commits).

2. Show changes between commits for a single file:

$ git diff <SHA1> <SHA2> -- <file>

3. Show changes between the working tree and the commit at revision <SHA>:

$ git diff <SHA>

**Note**: <SHA> can be the HEAD. In this case, the command shows changes between the working tree and the HEAD.

4. Show changes between the index and the commit at revision <SHA>:

$ git diff --cache <SHA>

**Note**: This command is useful when you have new file (haven't committed before, but added to the index). We need it because the default git diff only shows changes among committed files.

5. Show only changed file names:

$ git diff --name-status <SHA1> <SHA2>

**Tip**: To use **VS Code** as default editor for git difftool and git mergetool, add following content into *Git/config*:

[diff]

tool = vscode

[difftool "vscode"]

cmd = code --wait --diff $LOCAL $REMOTE

[merge]

tool = vscode

[mergetool "vscode"]

cmd = code --wait $MERGED

# Patch File

## What Is A Patch File?

A patch is a file showing changes (in a diff format) made in a repository.

## What Are Patches Used For?

#1: Patch files are generally used when someone (from outside your team) has read-only access but had a good code change available. He then creates a patch file and sends it to you. You apply it and push it to your Git repo.

#2: You have good changes, but you don't want to commit and push them to your repo for any reason. In this case, you can make a patch file and later on, apply it somewhere else (another repo or send it to somebody).

*You might not know!*

While Git does not use patches internally, one design goal for Git is to make it easy to exchange patches (because many projects work that way, e.g. Linux and Git itself). So Git has special commands for handling patches (git diff shows changes as patches by default, git apply lets you apply a patch, etc.).

## How to Create Patches?

<https://nithinbekal.com/posts/git-patch/>

## How to Apply Patches?

**Way #1: git am**

# Checkout to the correct branch where you want to apply the patch

$ git am <patch-file>

**Note**: When git am fails to apply a patch, use git am --3way to try a 3-way merge. This lets you manually edit the conflicted sections before running git add for the conflicted files. After resolving conflicts, use git am --resolved to move to the next patch.

**Example:**

$ git am rspec-changes.patch

Applying: Add rspec to gemfile

Applying: Add notes file

$ git log --oneline

ac9caff Add notes file

f784b22 Add rspec to gemfile

8619310 ...older commits...

**Way #2: git apply**

<https://nithinbekal.com/posts/git-patch/>

<https://jayeshkawli.ghost.io/applying-git-diff/> (error: patch failed - patch does not apply)

**git apply vs git am**

git apply takes a patch (e.g. the output of git diff or git format-patch) and applies it to the working directory. The changes remain unstaged, so you can use git status or git diff to check changes made in the patch you have applied.

git am takes a mailbox of commits formatted as an email message (e.g. the output of git format-patch) and applies it (or a series of patches) to the current branch. It's like the "opposite" of git format-patch. Because of creating a commit, with git am you won't see anything when using git status, but you can use git log to check if your patch was applied.

git am uses git apply behind the scenes, but does more work before (reading a Maildir or mbox, and parsing email messages) and after (creating commits).

**Way #3: patch**

<https://www.drupal.org/node/1129120>

# Merge vs Rebase

Both git merge and git rebase offer the same service: incorporating commits from one branch into another. The key distinction lies in how this result is achieved.

To understand these two commands, consider the example below:

![branch](data:image/png;base64,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)

|  |  |
| --- | --- |
| **Merge** | **Rebase** |
| git checkout **master**  git merge **feature** | git checkout **feature**  git rebase **master** |
| git merge | Rebase |
| Create a new commit. | Doesn’t create a new commit. |
| Change commit history. | Doesn’t change commit history. |
|  | At a high level, rebasing can be understood as “moving the base of a branch onto a different position”.  At a lower level, what rebase actually does is replaying feature branch commits one by one (chronologically) from a new starting point.  This is ideal for our situation, since all we are currently trying to do is keep our feature branch up-to-date with any new commits from master. This is definitely not a meaningful event we want to preserve in our project’s history. |

**When to use git merge:**

If used too liberally, merge commits can clutter up your Git logs, and make it harder to understand the flow of your project’s history. To avoid this pitfall, try to use merges sparingly. Avoid branching and merging when only making minor changes.

The one-line summary: **Merge when you make major changes or want a set of commits to be clearly grouped together in history**. This way, the merge commits act as milestones that others can use to figure out when these major changes were incorporated into the project.

**When to use git rebase:**

As discussed, rebasing changes the commit history. The one-line summary: should not be apply on the public branches (e.g.: master) where other people are working on. This makes git confuse that your master branch diverges from other’s master branch.

## Merge

### How a merge conflict occurs

"Merging" is the act of **integrating another branch into your current working branch**. You're taking changes from another context and combine them with your current working files.

Git makes merging extremely easy: in most cases, Git will figure out how to integrate new changes, using its **Auto-Merge** function.

However, there're situations where you might have to step in and tell Git what to do. Most notably, this is when **changing the same file**. Even in this case, Git will most likely be able to figure it out on its own. But if two people changed the **same lines** in that same file (or delete a file you modified, or add a file with the same name), Git simply cannot know what is correct. Git will then mark the file as having a conflict - which you'll have to solve before you can continue your work.

### Resolve merge conflicts

<https://stackoverflow.com/questions/3065650/whats-the-simplest-way-to-get-a-list-of-conflicted-files>

<https://help.github.com/en/articles/resolving-a-merge-conflict-using-the-command-line>

<https://www.git-tower.com/learn/git/faq/solve-merge-conflicts>

#### Manually

The easiest way is using:

$ git mergetool

After merging, simply quit the tool to give Git a hint that you're done with your file. Behind the scenes, this will tell Git to execute a "git add" command on the (now formerly) conflicted file. This marks the conflict as solved.

Finally, after solving all conflicts, a merge conflict situation needs to be concluded by a regular commit.

#### Automatically

**Override local changes by commit changes:**

$ git checkout --ours ${file-path}

$ git merge upstream/master

### Undo a merge

You can return to the state before you started the merge at any time, run:

$ git merge --abort

In case you've made a mistake while resolving a conflict and realize this only after completing the merge, you can still easily undo it: just roll back to the commit before the merge happened with "git reset --hard " and start over again.

## Rebase

### Combine multiple commits on the same branch

For example, if you want to combine the two last commits on your *feature* branch, run:

$ git checkout feature

$ git rebase -i HEAD~2 // Can replace [HEAD~<number>] by [commit-hash]

Running this will open a script file named *git-rebase-todo* in your editor (the one you registered when installing git, e.g., Notepad++, VS Code, etc.)

**Note**: The TODO list of this file is in the reverse order as compared with the output of git log. For example, if your git log results to:

$ git log -2 --pretty=oneline

e0018bb 2nd commit

6985236 1st commit

Then, your *git-rebase-todo* will be:

pick 6985236 1st commit

pick e0018bb 2nd commit

By modifying this file and saving it before closing it, you apply what you want to rebase. For example, if you want to squash the *2nd commit* into the *1st commit*, then change *git-rebase-todo* into:

pick 6985236 1st commit

squash e0018bb 2nd commit

**Note**: Changing 1st commit’s pick to squash will result in an error: *cannot 'squash' without a previous commit*.

After saving and closing your editor, you'll open another script file whose contents are:

# This is a combination of 2 commits.

# The first commit's message is:

1st commit

# This is the 2nd commit message:

2nd commit

You only need to save and close this file without modifying anything.

Finally, don't forget to push your changes using git push –-force-with-lease. Your rebase is done!

### Merge commits on two branches

### Change commit's authors and emails

<https://stackoverflow.com/a/3042512>

### Other use cases

In *git-rebase-todo* file, there are other helpful commands for you to choose, including:

* reword: To change commit message
* drop: To remove commit message

# Create an Archive of All Changed Files

**1**. Open Git Bash in the repo’s **root directory**.

Else, might get error “*fatal: pathspec '<dir>' did not match any files*” at step 3.

**2**. List all changed files names with their status (*modified/added/deleted*) between two commits:

$ git diff --name-status <SHA1> <SHA2>

**3**. Create an archive to store these changed files:

$ git archive –o changes.zip HEAD $(git diff --name-only <SHA1> <SHA2> --diff-filter=d)

# Where "changes.zip" is the archive output

# HEAD adds the commit's latest update to the archive file

# --diff-filter=d ignore deleted files